**Московский государственный технический**

**университет им. Н.Э. Баумана**

Факультет «Информатика с системы управления»

Кафедра ИУ5 «Системы обработки информации и управления»

Курс «Технологии машинного обучения»

Отчёт по лабораторной работе №5

# «Ансамбли моделей машинного обучения[.](https://github.com/ugapanyuk/courses_current/wiki/LAB_TMO__MISSING)»

Выполнил: Проверил:

студент группы РТ5-61Б преподаватель каф. ИУ5

Мицкевич В.Б. Гапанюк Ю.Е.

Подпись и дата: Подпись и дата:

Москва, 2023 г.

# Ансамбли моделей машинного обучения

# Цель лабораторной работы: изучение ансамблей моделей машинного обучения.

# Задание

1. Выберите набор данных (датасет) для решения задачи классификации или регресии.
2. В случае необходимости проведите удаление или заполнение пропусков и кодирование категориальных признаков.
3. С использованием метода train\_test\_split разделите выборку на обучающую и тестовую.
4. Обучите следующие ансамблевые модели:
5. одну из моделей группы бэггинга (бэггинг или случайный лес или сверхслучайные деревья);  
     
   одну из моделей группы бустинга;  
     
   одну из моделей группы стекинга.
6. (+1 балл на экзамене) Дополнительно к указанным моделям обучите еще две модели: Модель многослойного персептрона. По желанию, вместо библиотеки scikit-learn возможно использование библиотек TensorFlow, PyTorch или других аналогичных библиотек. Модель МГУА с использованием библиотеки - <https://github.com/kvoyager/GmdhPy> (или аналогичных библиотек). Найдите такие параметры запуска модели, при которых она будет по крайней мере не хуже, чем одна из предыдущих ансамблевых моделей.
7. Оцените качество моделей с помощью одной из подходящих для задачи метрик. Сравните качество полученных моделей.
9. import pandas as pd  
   import numpy as np  
   import seaborn as sns  
   import matplotlib.pyplot as plt  
   from sklearn.datasets import \*  
   from sklearn.preprocessing import MinMaxScaler  
   from sklearn.model\_selection import train\_test\_split  
   from sklearn.linear\_model import LogisticRegression  
   from sklearn import svm, tree  
   from sklearn.tree import DecisionTreeClassifier  
   from sklearn.ensemble import BaggingClassifier  
   from sklearn.ensemble import GradientBoostingClassifier  
   from sklearn.ensemble import StackingClassifier  
   from sklearn.neural\_network import MLPClassifier  
   from sklearn.metrics import accuracy\_score  
   from sklearn.metrics import confusion\_matrix, ConfusionMatrixDisplay  
   from operator import itemgetter  
     
     
   def make\_dataframe(ds\_function):  
    ds = ds\_function()  
    df = pd.DataFrame(data= np.c\_[ds['data'], ds['target']],  
    columns= list(ds['feature\_names']) + ['target'])  
    return df  
     
   wine = load\_wine()  
     
   df = make\_dataframe(load\_wine)
10. df.info()
11. <class 'pandas.core.frame.DataFrame'>  
    RangeIndex: 178 entries, 0 to 177  
    Data columns (total 14 columns):  
     # Column Non-Null Count Dtype   
    --- ------ -------------- -----   
     0 alcohol 178 non-null float64  
     1 malic\_acid 178 non-null float64  
     2 ash 178 non-null float64  
     3 alcalinity\_of\_ash 178 non-null float64  
     4 magnesium 178 non-null float64  
     5 total\_phenols 178 non-null float64  
     6 flavanoids 178 non-null float64  
     7 nonflavanoid\_phenols 178 non-null float64  
     8 proanthocyanins 178 non-null float64  
     9 color\_intensity 178 non-null float64  
     10 hue 178 non-null float64  
     11 od280/od315\_of\_diluted\_wines 178 non-null float64  
     12 proline 178 non-null float64  
     13 target 178 non-null float64  
    dtypes: float64(14)  
    memory usage: 19.6 KB
12. def count\_nan(data):  
     for col in data.columns:  
     count\_nan = data[data[col].isnull()].shape[0]  
     print('{} имеет NAN: {}'.format(col, count\_nan))  
    count\_nan(df)
13. alcohol имеет NAN: 0  
    malic\_acid имеет NAN: 0  
    ash имеет NAN: 0  
    alcalinity\_of\_ash имеет NAN: 0  
    magnesium имеет NAN: 0  
    total\_phenols имеет NAN: 0  
    flavanoids имеет NAN: 0  
    nonflavanoid\_phenols имеет NAN: 0  
    proanthocyanins имеет NAN: 0  
    color\_intensity имеет NAN: 0  
    hue имеет NAN: 0  
    od280/od315\_of\_diluted\_wines имеет NAN: 0  
    proline имеет NAN: 0  
    target имеет NAN: 0

# Разделение на тестовую и обучающую выборки

1. y = df['target']  
   x = df.drop('target', axis = 1)  
     
   scaler = MinMaxScaler()  
   scaled\_data = scaler.fit\_transform(x)  
     
   x\_train, x\_test, y\_train, y\_test = train\_test\_split(scaled\_data, y, test\_size = 0.3, random\_state = 1)

## Про ансамбли

1. <https://habr.com/ru/articles/561732/>
2. <https://academy.yandex.ru/handbook/ml/article/ansambli-v-mashinnom-obuchenii>

# Бэггинг

1. bc = BaggingClassifier(n\_estimators=8, oob\_score=True, random\_state=10)  
   bc\_model = bc.fit(x\_train, y\_train)  
   bc\_predict = bc\_model.predict(x\_test)
2. /home/vlad/anaconda3/lib/python3.9/site-packages/sklearn/ensemble/\_bagging.py:640: UserWarning: Some inputs do not have OOB scores. This probably means too few estimators were used to compute any reliable oob estimates.  
    warn("Some inputs do not have OOB scores. "  
   /home/vlad/anaconda3/lib/python3.9/site-packages/sklearn/ensemble/\_bagging.py:644: RuntimeWarning: invalid value encountered in true\_divide  
    oob\_decision\_function = (predictions /

# Градиентный бустинг

1. gb = GradientBoostingClassifier(random\_state=0)  
   gb\_model = gb.fit(x\_train, y\_train)  
   gb\_predict = gb\_model.predict(x\_test)

# Стекинг

1. # Качество отдельных моделей  
   def val\_mae(model):  
    st\_prediction = model.fit(x\_train, y\_train).predict(x\_test)  
    print(model)  
    print('Accuracy score={}'.format(accuracy\_score(y\_test, st\_prediction)))
2. # Точность на отдельных моделях  
   for model in [  
    LogisticRegression(random\_state=1),  
    svm.SVC(random\_state=1),  
    DecisionTreeClassifier(random\_state=1)  
   ]:  
    val\_mae(model)  
    print('==========================')  
    print()
3. LogisticRegression(random\_state=1)  
   Accuracy score=0.9814814814814815  
   ==========================  
     
   SVC(random\_state=1)  
   Accuracy score=0.9814814814814815  
   ==========================  
     
   DecisionTreeClassifier(random\_state=1)  
   Accuracy score=0.9444444444444444  
   ==========================
4. estimators = [  
    ('lg', LogisticRegression(random\_state=0)),  
    ('svc', svm.SVC(random\_state=0))  
   ]  
   LogisticRegression  
   sc\_class = StackingClassifier(  
    estimators=estimators, final\_estimator=DecisionTreeClassifier()  
   )  
   sc\_model = sc\_class.fit(x\_train, y\_train)  
   sc\_predict = sc\_model.predict(x\_test)

## Модель МГУА (метод группового учёта аргументов)

1. mgua = Classifier()  
   mgua\_prediction = mgua.fit(x\_train, y\_train).predict(x\_test)  
   accuracy\_score(y\_test, mgua\_prediction)
2. ---------------------------------------------------------------------------  
   NameError Traceback (most recent call last)  
   /tmp/ipykernel\_43159/1357388246.py in <module>  
   ----> 1 mgua = Classifier()  
    2 mgua\_prediction = mgua.fit(x\_train, y\_train).predict(x\_test)  
    3 accuracy\_score(y\_test, mgua\_prediction)  
     
   NameError: name 'Classifier' is not defined

# Оценка качества решений

1. print("Бэггинг: ", accuracy\_score(y\_test, bc\_predict))  
   print("Градиентный бустинг: ", accuracy\_score(y\_test, gb\_predict))  
   print("Стекинг (дерево и метод опорных векторов + логистическая регрессия): ", accuracy\_score(y\_test, sc\_predict))
2. Бэггинг: 0.9629629629629629  
   Градиентный бустинг: 0.9629629629629629  
   Стекинг (дерево и метод опорных векторов + логистическая регрессия): 0.9814814814814815
3. print("Бэггинг")  
     
   cm = confusion\_matrix(y\_test, bc\_predict, labels=np.unique(df.target), normalize='true')  
   disp = ConfusionMatrixDisplay(confusion\_matrix=cm, display\_labels=np.unique(df.target))  
   disp.plot()
4. Бэггинг
5. <sklearn.metrics.\_plot.confusion\_matrix.ConfusionMatrixDisplay at 0x7f3951eff580>
6. ![](data:image/png;base64,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)
7. print("Градиентный бустинг")  
     
   cm = confusion\_matrix(y\_test, gb\_predict, labels=np.unique(df.target), normalize='true')  
   disp = ConfusionMatrixDisplay(confusion\_matrix=cm, display\_labels=np.unique(df.target))  
   disp.plot()
8. Градиентный бустинг
9. <sklearn.metrics.\_plot.confusion\_matrix.ConfusionMatrixDisplay at 0x7f3950fa4bb0>
10. ![](data:image/png;base64,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)
11. print("Стекинг (логистическая регрессия дерево и метод опорных векторов + дерево)")  
      
    cm = confusion\_matrix(y\_test, sc\_predict, labels=np.unique(df.target), normalize='true')  
    disp = ConfusionMatrixDisplay(confusion\_matrix=cm, display\_labels=np.unique(df.target))  
    disp.plot()
12. Стекинг (логистическая регрессия дерево и метод опорных векторов + дерево)
13. <sklearn.metrics.\_plot.confusion\_matrix.ConfusionMatrixDisplay at 0x7f3950ec5820>
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